Formulating the Data-Flow Modeling and Verification for Workflow: A Petri Net based Approach
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Abstract: Control-flow and data-flow modeling and verification are two important challenges for traditional workflow management. To formulate the data-flow modeling and verification, a Petri Net based approach is proposed in this paper. More specifically, the WFIO-net, which is a kind of WF-net by extending each activity with its read and write data sets, is first presented to model both the control-flow and data-flow information in a workflow process. Moreover, the firing rule of WFIO-net which is different from traditional Petri net is discussed in detail. Then the formal definitions of three basic types of data-flow errors, including missing data, redundant data and conflicting data are formulated using WFIO-net. Next, a polynomial complexity algorithm which is capable of detecting the above-mentioned three kinds of basic data-flow anomalies is proposed based on the activity-data incidence matrix of the WFIO-net. A running case of a property loan approval business process is given to validate the proposed method.
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1. INTRODUCTION
Workflow Management, which focuses on the automation of business processes, has received considerable attention in recent years due to its potential for significantly increasing productivity and saving costs. A workflow is a representation of a process that is made up of well-defined collection of activities, also referred to as tasks. In recent days, workflow structural correctness verification (also refers to as control-flow perspective) [1]-[2] has received much more attention than the other aspects. However, a complete workflow description requires to characterize the other perspectives, including time, resource, data and etc. Time management [3]-[4] is an important aspect for workflow modeling, analysis and verification. In addition to structural and temporal constraints, resource constraints are also of vital importance in workflow management, because activities in a workflow usually need to access some resources during their execution [5]-[6]. Similarly, the role of data is also important, e.g. routing choices in a process are typically determined by certain data element, which indicates that the control-flow, to some extent, is data-dependent. Unfortunately, the data-flow can be erroneous itself. Towards this issue, data-flow modeling and correctness verification are highly intensified in [7]-[12].

As a tool to model and analyze physical systems, Petri nets [13]-[16] have shown great power in dealing with concurrences and conflicts. As mentioned by Aalst [1] there are at least three reasons for using Petri nets to model and analyze workflows: (1) Graphical nature and formal semantics have been defined for Petri nets; (2) Petri nets are state-based instead of event-based, so the state of the case can be modeled explicitly in Petri nets; and (3) Petri nets are characterized by the availability of many analysis techniques. In this paper, we formulate the data-flow modeling and verification for workflows based on a kind of extended Petri net with data elements. More specifically, our research goal is to develop a systemic formal methodology for characterizing the data-flow modeling and verification. The contribution of this paper is two-fold. In the first place, Petri net-based model for workflow in terms of control-flow and data-flow are presented to formulate the workflow execution semantic. Secondly, formal specifications of three kinds of data-flow errors and corresponding detection algorithm are given, based on which their correctness verification is conducted.

2. RELATED WORK
The importance of data-flow verification in workflow is first mentioned in [7]. There several potential data-flow problems are identified. However, no formal models as well as modeling approaches are presented and only basic data errors are defined, however, no formal validation methods are involved. Another idea is to integrate data-flow into process models. The idea behind this approach is to define an extension for a workflow model so that data-flow can be shown with the control-flow. Based on Petri Net formalism containing three building blocks, storage, reactive and transformational units, an extended version of Dual Workflow Nets is proposed in [8]. Unfortunately, this model is complex even for small running-examples and no indication about how this model can be created. Du et al. proposed an approach called Data-Flow Skeleton Filled with Activities (DFSFA) in [9]. Basically, the workflow process is derived from the data-flow skeleton and then is filled with activities. More specifically, a data-flow dependency tree is first generated based on the data dependency. Next step is to generate the data-flow skeleton and then fills it with activities. A more complete approach is provided in [10], where a data-flow matrix and various relations between data and activities are defined. Then, some data-flow errors are conceptualized using UML diagrams and supporting verification algorithms are discussed. This work was further extended and generalized in
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More recently, a survey on data-flow modeling of business processes is presented by DOLEAN and PETRUSEL [12]. They pointed that (1) data is essential in a process and activities need data; (2) without data or without data available on time, the control-flow cannot be executed; (3) there is no model showing a clear data-flow perspective focusing on how data changes during a process executing.

According to these literature reviews, it is easy to conclude that existing researches on data-flow modeling and verification suffer at least the following limitations: (1) no formal model with executing semantic is addressed. Although the model in [8] is proposed by extending Petri net, the firing rule is destroyed; and (2) no formal verification is investigated based on formal models.

3. A RUNNING EXAMPLE
A typical scenario of a property loan approval business process mainly includes the following steps: (1) To start the application, an application is received; (2) Then, the completeness of the application is verified; (3) To determine the applicant’s qualifications, the financial service company first verifies the applicant’s employment status; (4) To qualify the applicant, the financial service company checks the applicant’s credit history; (5) At the same time, the financial company also checks the applicant’s liquid assets; (6) If the applicant is qualified, the interest rate is determined in for a certain period; (7) The loan application is then evaluated; (8) If the applicant agrees with everything, the applicant signs the application; (9) The loan officer for signature.

According to the abovementioned steps, we can distil the activity information, including their name, meaning, connection relation and read/write data set is shown in Table 1. Table 2 gives the meaning of each data elements.

4. MODELING APPROACHES BASED WFIO-NET
Modeling approaches of business processes have been studied for decades, and some excellent models such as, WF-net, XPDL, BPMN and etc. [18], have been widely applied. Our work is based on Petri net, WF-net to be more precise. We assumed that readers are familiar with the basic concepts of WF-net [1]-[2] and Petri nets [13]-[18]. Some of the essential terminologies and notations are listed as follows.

A tuple $N=(P, T, F)$ is named a net if the following conditions are satisfied: (1) $P \cap T = \emptyset$ and $P \cup T = \emptyset$; (2) $F \subseteq (P \times T) \cup (T \times P)$; (3) $Dom(F) = \{ x \in P \cup T \mid y \in T \} $ and $Cod(F) = \{ y \in P \cup T \mid x \in T \}$. For all $x \in P \cup T$, the set $\{ y \mid y \in T \land (x, y) \in F \}$ is the pre-set of $x$, and $\{ y \mid y \in P \land (x, y) \in F \}$ is the post-set of $x$.

**Definition 4.1** A Petri net is a 4-tuple $\Sigma = (P, T, F, M_0)$, where

### TABLE 1 Activity Information of this Property Loan Approval Process

<table>
<thead>
<tr>
<th>Activity Name</th>
<th>Meaning</th>
<th>Pre-activities</th>
<th>Write Date</th>
<th>Read Data</th>
</tr>
</thead>
<tbody>
<tr>
<td>$A_1$</td>
<td>Receive application</td>
<td>$\emptyset$</td>
<td>${D_1, D_2, D_3}$</td>
<td>$\emptyset$</td>
</tr>
<tr>
<td>$A_2$</td>
<td>Verify completeness of the application</td>
<td>${A_1}$</td>
<td>${D_4}$</td>
<td>${D_5, D_6, D_7}$</td>
</tr>
<tr>
<td>$A_3$</td>
<td>Verify employment status</td>
<td>${A_2}$</td>
<td>$\emptyset$</td>
<td>${D_5}$</td>
</tr>
<tr>
<td>$A_4$</td>
<td>Check credit history</td>
<td>${A_3}$</td>
<td>$\emptyset$</td>
<td>${D_5}$</td>
</tr>
<tr>
<td>$A_5$</td>
<td>Verify liquid asset</td>
<td>${A_4}$</td>
<td>$\emptyset$</td>
<td>${D_5}$</td>
</tr>
<tr>
<td>$A_6$</td>
<td>Determine interest rate</td>
<td>${A_5, A_4, A_3}$</td>
<td>${D_6}$</td>
<td>${D_8}$</td>
</tr>
<tr>
<td>$A_7$</td>
<td>Evaluate loan application</td>
<td>${A_6}$</td>
<td>${D_6, D_7}$</td>
<td>${D_8}$</td>
</tr>
<tr>
<td>$A_8$</td>
<td>Contact applicant for agreement</td>
<td>${A_7}$</td>
<td>${D_8}$</td>
<td>${D_8}$</td>
</tr>
<tr>
<td>$A_9$</td>
<td>Forward to loan officer for signature</td>
<td>${A_8}$</td>
<td>${D_9}$</td>
<td>${D_{10}}$</td>
</tr>
</tbody>
</table>

### TABLE 2 Data Information of this Property Loan Approval Process

<table>
<thead>
<tr>
<th>Data Name</th>
<th>Meaning</th>
<th>Data Name</th>
<th>Meaning</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>Applicant name</td>
<td>$D_6$</td>
<td>Interest rate</td>
</tr>
<tr>
<td>$D_2$</td>
<td>Loan amount</td>
<td>$D_7$</td>
<td>Current owner of property</td>
</tr>
<tr>
<td>$D_3$</td>
<td>Annual income</td>
<td>$D_8$</td>
<td>Evaluation result</td>
</tr>
<tr>
<td>$D_4$</td>
<td>Application complete</td>
<td>$D_{10}$</td>
<td>Signed by applicant</td>
</tr>
<tr>
<td>$D_5$</td>
<td>Applicant qualified</td>
<td>$D_{10}$</td>
<td>Signed by loan officer</td>
</tr>
</tbody>
</table>
A Petri net which models a workflow process is called the workflow net (WF-net) whose definition is summarized following [1];[2].

Definition 4.2 A Petri net $\Sigma=(P, T; F, I, O, M_0)$ is a WF-net if: (1) There is one source place $p_s \in P$ such that $p_s \tau = \emptyset$; (2) There is one sink place $p_o \in P$ such that $p_o \tau = \emptyset$; (3) Each node $x \in P\cup T$ is on a path from $p_s$ to $p_o$; and (4) $\forall p \in P$, $M_0(p)=1$ if $p=p_o$, and otherwise $M_0(p)=0$.

The WF-net is capable to model the control of business where the transition set $T$ is used to represent the activities, and source place and sink place represent the start and end of the process respectively. The WF-net model of the property loan approval business process in Section 3 is shown in Figure 1. This workflow is composed of nine activities, denoted by $t_1,\ldots,t_9$ where $Z_9=\{1,2,\ldots,9\}$. However, the WF-net can only represent the logic relation of workflow, i.e. the control-flow aspect. To model the data-flow elements of a workflow, we propose the WFIO-net, which is a WF-net by extending each activity with its input and output data sets.

Definition 4.3 $\Sigma_{\text{IO}}=(P, T; F, I, O, M_0)$ is a WFIO-net if the following conditions are satisfied: (1) $P=P_D \cup P_I$ and $P_D \cap P_I = \emptyset$ where $P_D$ is a data place set and $P_I$ is a logic place set; (2) $T=T_D \cup T_I$ and $T_D \cap T_I = \emptyset$ where $T_D$ is an activity transition set and $T_I$ is a logic transition set; (3) $F=F_D \cup F_I$ where $F_D=(T_D \times T_I) \cup (T_I \times P_D)$ is the logic flow and $F_D=(P_D \times T_D) \cup (T_D \times P_D)$ is the data flow; (4) $\forall t, t_i \rightarrow p, \forall t\in T_A, I(t_i)$ is the input data set of activity $t_i$; and (5) $\forall p, t, t_i \rightarrow p, \forall t\in T_A, O(t_i)$ is the output data set of activity $t_i$, and (6) $\forall p \in P$, $M_0(p)=1$ if $p=p_o$, otherwise $M_0(p)=0$.

Control-flow structure can be represented by the $(P_D, T_D, F_D)$ which is same with the traditional WF-net. The main differences between WFIO-net and WF-net lie in: (1) Two components are involved in the place set, i.e., $P=P_D \cup P_I$, data place set $(P_D)$ which is drawn in double circles is separated from the logic place set $(P_I)$; and (2) The firing rule of the transition is different from that of a standard one. All data elements are initially undefined, thereby each data place does not contain any token in the model before execution.

There two kinds of flow relation in a WFIO-net, one kind to represent token flow $(F_D)$ which is same with the classical one and the other kind is used to represent the data flow $(F_D)$. Graphically, a token flow is drawn by direct arc end with arrow while the data flow is represented with direct arc end with small circle. The pre-set of a transition $t$ contains two parts, formally denoted as $t^\prec \tau = t^\prec \tau^r \cap t^\prec \tau^l$ where $t^\prec \tau^r$ is the logic pre-set of $t$ while $t^\prec \tau^l$ is its data pre-set of $t$ (or read place set). Similarly, the post-set of a transition $t$ also contains two parts, formally denoted as $t^\succ \tau = t^\succ \tau^r \cup t^\succ \tau^l$ where $t^\succ \tau^l$ is the logic post-set of $t$ while $t^\succ \tau^r$ is its data post-set (or write place set). For example, the Figure 2 (a) gives a simple transition model of WFIO-net, we have its pre-set is $t^\prec \tau = [p_3, p_{\text{read}}]$, logic pre-set $t^\prec \tau^l = [p_1]$ and read place $t^\prec \tau^r = [p_{\text{read}}]$. The post-set of $t_w$ denoted as $t_w^\succ \tau = [p_2, p_{\text{write}}]$, logic post-set $t_w^\succ \tau^l = [p_1]$ and write place $t_w^\succ \tau^r = [p_{\text{write}}]$.

A transition $t\in T$ in a WFIO-net is enabled under $M$, if and only if $\forall p \in t^\prec \tau, M(p)=0$, denoted as $M[t\in T]$. If $M[t\in T]$ holds, $t$ may fire, resulting in a new marking $M'$, denoted as $M'[t\in T]$, such that $M'(p)=M(p)+1$ if $p \in t^\prec \tau^r \cap t^\prec \tau^l$, and otherwise $M'(p)=M(p)$.

A WFIO-net model for single activity is drawn in Figure 2 and the following explanations are given: (1) $p_{\text{read}}$ and $p_{\text{write}}$...
are used to represent the data places and \( p_1 \) and \( p_2 \) are used to represent the logic places; (2) \( t_a \) is enabled in Figure 2 (a) as both \( p_1 \) and \( p_{\text{ready}} \) has token; and (3) Figure 2 (b) shows the state after firing \( t_a \) where the token in \( p_1 \) is removed to \( p_2 \) and \( p_{\text{write}} \) obtains one token without removing the token in \( p_{\text{ready}} \).

\[
\begin{array}{c}
p_1 \quad t_a \quad p_2 \\
p_{\text{ready}} \quad p_{\text{write}}
\end{array}
\]

(a) Fired State

The WFIO-net model of the property loan approval business process in Section 3 is demonstrated in Figure 2. The involved data elements are denoted by \( p_d = \{ j \mid j \in Z_{\text{io}} \} \), where \( Z_{\text{io}} = \{1, 2, \ldots, 10\} \).

### 5. VERIFICATION OF DATA-FLOW BASED ON WFIO-NET

In this section, data-flow verification of workflow is performed on the basis of WFIO-net. As proved by Sun et al. [10], missing data, redundant data and conflicting data are defined as the basic data-flow anomalies. Other types of data-flow errors that are proposed by Sadig et al. [7] can be represented by these three basic ones. Therefore, we restrict our verification scope to these three basic data-flow errors.

1. **Missing Data**

   When a data element is accessed without initialization, in this case a missing data anomaly occurs, which is the same as the variable use without definition and initialization in programming. Its formal definition is given in Definition 5.1.

   **Definition 5.1** Let \( \Sigma_{\text{io}} = (P, T; F, I, O, M_0) \) be a WFIO-net, \( \forall p_d \in P_D, p_2 \) is a missing data if \( (1) p_d \notin O \); and \( (2) p_d \notin \mathcal{O} \).

   In Definition 5.1, the first criterion means that the data element is not initialized by an activity, and the second criterion shows this data will be used by an activity. Missing data can cause system exception and danging and therefore should be detected before system enactment.

2. **Redundant Data**

   If an activity produces data items that do not contribute to the production of the final output data, then there is a redundant data anomaly, i.e. a data element is produced by one activity but never used by other activities. This is same as the variable defined but never used in programming.

   **Definition 5.2** Let \( \Sigma_{\text{io}} = (P, T; F, I, O, M_0) \) be a WFIO-net, \( \forall p_d \in P_D, p_2 \) is a redundant data if \( (1) p_d \notin O \); and \( (2) p_d \notin \mathcal{O} \).

   In Definition 5.2, the first criterion means that the data element is initialized by an activity, and the second criterion shows this data will never be used by an activity. Redundant data can cause system inefficiency and therefore should be detected before system enactment.

3. **Conflicting Data**

   In a workflow instance, if there exist different versions of the same data element, conflicting data anomalies occur. For example, more than one activity attempts to initialize (write) the same data element in one workflow instance.

   **Definition 5.3** Let \( \Sigma_{\text{io}} = (P, T; F, I, O, M_0) \) be a WFIO-net, \( \forall p_d \in P_D, p_2 \) is a conflicting data if \( (1) p_d \notin O \); \( (2) p_d \notin \mathcal{O} \); and \( (3) p_d \notin \mathcal{O} \).

   In Definition 5.3, the first and third criteria show that the data element is initialized by more than one activity, and the second criterion shows this data will be used by an activity. Conflicting data can cause uncertainty or even confusion and therefore should be detected before system enactment.

   In the following, we propose an approach to detect these three basic kinds of data-flow errors. Before rendering our specific detection algorithm, we would like to introduce the activity-task incidence matrix of a WFIO-net.

   According to [13], any Petri net can be represented as an incidence matrix. Traditional incidence matrix shows the control-flow relation but no data-flow informal is reflected.

   **Definition 5.4** Assume that \( M \) is an \( m \times n \) (\( m \) rows, \( n \) columns) matrix, where \( m \) is the number of transitions (activities) and \( n \) is the number of data places in a WFIO-net. For each position \( [i, j] \) in the matrix, place a “1” in the position if transition \( i \) has input to position \( j \), and place a “-1” in the position if transition \( i \) has output from position \( j \), and A “0” is placed in the position if position \( i \) does not have input from position \( j \). In this way, \( M \) is defined as the Activity-Data Incidence Matrix of WFIO-net.

   According to Definition 5.4, if “1” is placed at position \( [i, j] \), it represents that the \( i \)th activity writes a data to the \( j \)th data element. Similarly, if “-1” is placed at position \( [i, j] \), it means that the \( i \)th activity reads a data from the \( j \)th data element. The activity-data incidence matrix of the WFIO-net in Fig. 3 is constructed in the following.

   ![Activity-Data Incidence Matrix of WFIO-net in Figure 3](image)

   **Algorithm 1**: Detect Data-flow Errors in a WFIO-net.

   **INPUT**: The activity-data incidence matrix \( M \) of a WFIO-net.

   **OUTPUT**: MisDataSet, RedDataSet and ConDataSet.

   **Step 1**: MisDataSet \( \leftarrow \mathcal{O} \), RedDataSet \( \leftarrow \mathcal{O} \), and ConDataSet \( \leftarrow \mathcal{O} \), ReadNum \( \leftarrow 0 \) and WriteNum \( \leftarrow 0 \);

   \[ P_{\text{di}} P_{\text{d2}} P_{\text{d3}} P_{\text{d4}} P_{\text{d5}} P_{\text{d6}} P_{\text{d7}} P_{\text{d8}} P_{\text{d9}} P_{\text{d10}} \]

   \[
   \begin{bmatrix}
   1 & 1 & 1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 \\
   -1 & -1 & -1 & 1 & 0 & 0 & 0 & 0 & 0 & 0 \\
   0 & 0 & 0 & 0 & 1 & 0 & 0 & 0 & 0 & 0 \\
   0 & 0 & 0 & 0 & 1 & 0 & 0 & 0 & 0 & 0 \\
   0 & 0 & 0 & 0 & 1 & 0 & 0 & 0 & 0 & 0 \\
   0 & 0 & 0 & -1 & 1 & 0 & 0 & 0 & 0 & 0 \\
   0 & 0 & 0 & 0 & -1 & -1 & 1 & 0 & 0 & 0 \\
   0 & 0 & 0 & 0 & 0 & 0 & 0 & -1 & -1 & 1 \\
   0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 & -1 \\
   \end{bmatrix}
   \]
Step 2: FOR j=0 to i=|P_d|-1 DO 
(1) FOR i=0 to |T_d|-1 DO 
   IF p_j==1 THEN 
      WriteNum++; 
   ELSE IF p_j==1 THEN 
      ReadNum++; 
   END IF 
   END DO 
(2) IF WriteNum==0 and ReadNum==0 THEN 
   MissDataSet ← MisDataSet ∪ {p_j}; 
   ELSE IF WriteNum==0 and ReadNum==0 THEN 
   RedDataSet ← RedDataSet ∪ {p_j}; 
   ELSE IF WriteNum==1 and ReadNum==0 THEN 
   ConDataSet ← ConDataSet ∪ {p_j}; 
   END IF 
(3) ReadNum←0 and WriteNum←0; 
END DO 
Step 3: Output MisDataSet, RedDataSet, and ConDataSet.

The complexity of Algorithm 1 is mainly determined by the second step whose complexity is $O(|P_d||T_d|)$. Thus, the complexity of Algorithm 1 is $O(|P_d||T_d|)$, where $|P_d|$ is the number of data places and $|T_d|$ is the number of activities. Take the property loan approval business process in Section 3 as an example. By executing Algorithm 1, we can obtain $\text{MisDataSet} = \{p_{10}\}$, $\text{RedDataSet} = [p_{10}, p_{10}]$, and $\text{ConDataSet} = \{p_{10}\}$.

6. CONCLUSIONS

To formulate the data-flow modeling and verification for workflow management, a Petri Net based approach is proposed. The contributions of this work are summarized as follows: (1) to model the data-flow elements of a workflow, we propose the WFIO-net, which is a WF-net by extending each activity with its read and write data sets; and (2) The formal definitions of three basic types of data-flow errors, including missing data, redundant data and conflicting data are given based on WFIO-net and their corresponding detection algorithm is also addressed using the activity-data incidence matrix of WFIO-net. However, this is our first work towards formal modeling and verification of data-flow anomalies. More efforts will be highly desired at least in the following two aspects: (1) Detailed taxonomy of each kind of data-flow error will be discussed. For example, the missing data error may contain several sub-classes such as absolute missing and conditional missing as mentioned in [10]; and (2) Time factor will be introduced into our WFIO-net to give a more accurate verification manner, i.e. write operation to one data element is not permitted when it is reading/writing by the other activity.

7. ACKNOWLEDGEMENTS

This work was supported in part by NSFC (61170079 and 61202152), by the Special Fund for Agro-scientific Research in the Public Interest (20130307), by the special Fund for Fast Sharing of Science Paper in Net Era by CSTD (2013122), by the Sci. & Tech. Development Fund of Qingdao (13-1-4-153-jch), by the open project of the Key Laboratory of Embedded System and Service Computing, Ministry of Education, Tongji University (ESSCKF201403), the Excellent Young Scientist Foundation of Shandong Province (BS2012DX030 and ZR2013FQ030) and the Graduate Innovation Foundation Project of Shandong University of Science and Technology (YCI40106).

8. REFERENCES


